# Balancing Privacy and Accountability for Industrial Mortgage Management 

Liang Xue ${ }^{\bullet}$, Dongxiao Liu ${ }^{\bullet}$, Student Member, IEEE, Jianbing $\mathrm{Ni}{ }^{\bullet}$, Member, IEEE, Xiaodong Lin ${ }^{\bullet}$, Fellow, IEEE, and Xuemin (Sherman) Shen ${ }^{\bullet}$, Fellow, IEEE


#### Abstract

Industrial mortgage enables companies to acquire loan for business venture or investment purposes by pledging their industrial assets to financial institutions. To prevent double-mortgage fraud of borrowers, information exchange among different financial institutions is necessary. On the other hand, it results in the privacy leakage of borrowers. In this article, we construct a blockchainbased accountable and privacy-preserving industrial mortgage scheme (BAPIM). BAPIM enables financial institutions to share the mortgage data of borrowers in an efficient and secure manner, that achieves the borrower identity privacy and accountability at the same time. Specifically, borrower identity is concealed on the blockchain by anonymous identity credential, while financial institutions can still uncover the identity of a misbehaving borrower if he pledges the same asset for multiple mortgages. We demonstrate that BAPIM achieves the desirable security properties and has high computational efficiency, so as to be suitable for the industrial mortgage management.


Index Terms-Blockchain, industrial Internet, industrial mortgage, mortgage fraud, privacy preservation.

## I. Introduction

INDUSTRIAL Internet is reshaping the global industrial landscape in a wide range of industrial processes, such as investment, manufacturing, transportation, and sales [1], [2]. With the seamless connectivity and advanced data analytical technologies, industrial internet significantly boosts process management efficiency and promotes the development of innovative industrial manufacturing and products [3], [4]. The prevalence of the industrial Internet also makes the industrial mortgage management more intelligent, where the status and transfers of the industrial assets can be timely regulated. Industrial mortgage, also called commercial mortgage, enables

[^0]borrowers to pledge valuable industrial assets, such as manufacturing plants, factories, warehouses, storage units, and industrial products to the financial initiations to acquire a certain amount of loans. Compared with unsecured loan, borrowers obtain loans with a lower interest in a mortgage loan [5]. The borrowers can use the mortgage loan to make new investment and expand the scalability of their businesses. When a borrower defaults on the loan or otherwise fails to abide by the loan items, the lender takes possession of the mortgages for paying off the debt.

However, an industrial mortgage loan allows the borrower to retain the ownership of the valuable industrial asset. It is possible that a dishonest borrower makes a repeated mortgage to acquire more money for investment. That is, the borrower uses the same asset as collateral for multiple financial institutions to defraud the lender of funds, which is denoted as the doublemortgage fraud and leaves lenders exposed to huge financial risks. A straightforward solution for the fraud is to establish a centralized database that records every mortgage case and identifies the double-mortgage misbehavior [6]. The solution may not work for the industrial mortgage management because of the following two reasons: 1) There is lack of mutual trust among financial institutions, especially for small-loan companies, to agree on the correctness and reliability of a centralized party [7]; 2) the mortgages may contain sensitive personal or enterprise-level information and direct share among different parties is restricted by regulations, such as general data protection regulation (GDPR) in Europe [8]. As a result, how to design a mechanism that quickly detects and blacklists malicious double-mortgage borrowers while protecting honest borrowers privacy is a challenging issue.

Blockchain technology is envisioned to promote universal trust among industrial partners and increase operational efficiency for business process management [7]. As the enabling technologies that support Bitcoin, blockchain is actually a decentralized ledger that can be publicly validated. The ledger consists of an increasing number of blocks of transactions. The consensus mechanism of blockchain ensures the consistent view of the public ledger and prevents the adversaries from deleting or modifying the appended data on the chain. As a trusted distributed database, blockchain technology provides a way of recording currency transactions or any other digital information that is designed to be transparent, auditable, highly resistant to outages [9]. Currently, the blockchain applications span across diverse industrial fields far beyond cryptocurrencies, which include supply chain, insurance, economics, Internet of Things,
etc. [10]-[12]. However, simply putting the records of mortgage on the blockchain and comparing them for double-mortgage detection does not solve the problem since loan companies may not be willing to publish their data in a public manner. Moreover, even if fraudulent behavior is discovered, the anonymity nature of the blockchain prevents the misbehaving borrower's true identity from being revealed.

To address the issue, we construct a Blockchain-based $\underline{\text { accountable and Privacy-preserving Industrial Mortgage scheme }}$ (BAPIM), which not only protects the privacy of honest borrowers, but also helps financial companies or financial institutions to detect the misbehavior of borrowers. When fraudulent behavior is detected, the true identity of the malicious borrower can be revealed publicly. BAPIM is built based on blockchain and double authentication preventing signature to achieve secure and reliable industrial mortgage loan. The main contributions of BAPIM are two folds.

1) A blockchain-based accountable industrial mortgage scheme is designed to prevent a borrower from using the same asset as collateral to obtain multiple loans from different financial institutions. By taking advantages of the transparency and irreversibility of blockchain technology, BAPIM can help financial institutions efficiently identify the double-mortgage fraudulent behavior of a borrower and reduce the financial risks.
2) The extractability of a malicious borrower's identity is achieved by integrating ElGamal encryption, zeroknowledge proof and verifiable secret sharing. Financial institutions can anonymously authenticate the honest borrowers during the process of mortgage. Only when the double-mortgage behavior is discovered, the greedy borrower's private key can be extracted and the identity can be revealed by the financial institution. The security model of BAPIM is defined, and BAPIM is proven to be able to fulfill all the desirable security objectives under the security model.
The remainder of this article is organized as follows. In Section II, we describe the system model, security goals, system components, and the security model. In Section III, we present the preliminaries. The detailed BAPIM is given in Section IV. We give the correctness analysis and security analysis in Section V and show the performance evaluation in Section VI. The related work is presented in Section VII. Finally, Section VIII concludes this article.

## II. Problem Formulation

In this section, we first present the system model, and analyze the security threats and the goals that need to be achieved in the system. Then, we define the system components and security model of BAPIM.

## A. System Model

In industrial mortgage, borrowers usually mortgage their valuable assets, such as manufacturing plants, factories, warehouses, and industrial products, to obtain loans from financial institutions. Borrowers can be individuals who are going to start an


Fig. 1. System Model.
active business venture, or companies that are willing to make new investment or expand the business, but do not have sufficient money for investment. Thus, they turn to the financial institutions for financing and get loans. In an industrial mortgage loan, the loan is secured by the industrial asset in the borrower's name. If the borrower wants to get a loan from a financial institution, the institution first checks the ownership of the industrial asset and evaluates the value. If the institution believes the value is higher than the amount of money that the borrower would like to get and the risk is low, the financial institution would provide the loan to the borrower. If the borrower fails to repay the loan in full, the institution can seize and sell the pledged asset to recover any outstanding balance.

As shown in Fig. 1, there are three entities in our system: 1) borrowers, 2) financial institutions, and 3) a trust third party (TTP).

1) Borrowers: Borrowers can mortgage their valuable assets to acquire loans from financial institutions.
2) Financial Institutions: A financial institution can provide loans to borrowers if the loan request of a borrower is verified. Financial institutions also upload the records of mortgage information to the public blockchain for fraudulent behavior detection.
3) TTP: It is a trust entity that is responsible for issuing anonymous identity credentials to borrowers when borrowers register the industrial mortgage service. TTP is also in charge of certifying a borrower's legal ownership of an asset.
At a high level, BAPIM works as follows. Borrowers and financial institutions first register themselves to TTP. For a borrower, after sending its identity and public key to the TTP, it obtains an anonymous identity credential from TTP. When a borrower plans to apply for a mortgage loan from a financial institution, the borrower generates a loan request and sends it to the financial institution. After verifying the validity of the application, the financial institution offers the mortgage loan to the borrower and uploads the mortgage message to the blockchain. If the financial institution discovers the behavior of double mortgage, it can extract the identity of the malicious
borrower and add the identity and the proof of the misbehavior to the mortgage blacklist maintained by the blockchain.

## B. Security Threats and Goals

In mortgage loans, borrowers are unwilling to disclose their mortgaged assets to others. In addition, financial institutions need to verify the legality of loan requests, since malicious borrowers may apply for loans in the name of others. Also, a greedy borrower may pledge the same asset to different financial institutions to get repeated loans without being noticed. Hence, double mortgage behavior should be detected among the financial institutions while the identities and pledged assets of honest borrowers are not revealed. Therefore, for the purpose of achieving a privacy-preserving and accountable mortgage loan, three security goals should be achieved.

Anonymity: A borrower can apply for a mortgage loan without revealing its true identity, which means each financial institution does not know the identity of an honest borrower.

Unforgeability: An attacker cannot forge a legitimate loan request that can pass the verification, which means whether a borrower has the ownership of an asset and the signature of a loan request is valid can be verified by the financial institution.

Accountability: If the behavior of double mortgage is discovered, the financial institution is aware of the greedy borrower and can extract the borrower's identity without the assistance of TTP.

## C. System Components

BAPIM consists of the following algorithms, namely, KGen, Register, ReqGen, ReqVerify, and Extract.

1) $\operatorname{KGen}(\lambda)$ : Given a security parameter $\lambda$, the algorithm outputs a secret key $s k$ and a public key $p k$. For simplicity, we use $\left(S K_{b}, P K_{b}\right),\left(S K_{c}, P K_{c}\right)$, and $\left(S K_{T}, P K_{T}\right)$ to denote the secret-public key pair for a borrower, a financial institution, and TTP, respectively.
2) Register $\left(I D, P K_{b}, \sigma_{b}, S K_{T}\right)$ : Given the $\left(I D, P K_{b}\right)$ of a borrower, the signature $\sigma_{b}$ on $\left(I D, P K_{b}\right)$ and the secret key $S K_{T}$ of TTP, the algorithm outputs an anonymous identity certificate $\mathrm{Crt}_{1}$ of the borrower.
3) $\operatorname{ReqGen}\left(A, S K_{b}, P K_{c}\right)$ : Given a mortgage asset $A, S K_{b}$, and $P K_{c}$, the algorithm outputs an $m=\left(H(A), P K_{c}\right)$ and a loan request Req, where $H$ is a cryptographic hash function.
4) ReqVerify $P K_{b}, P K_{T}$, Req): Given the $P K_{b}, P K_{T}$ and a loan request $R e q$, the algorithm outputs a bit $b \in\{0,1\}$.
5) $\operatorname{Extract}\left(m_{1}, m_{2}, \sigma_{1}, \sigma_{2}\right)$ : Given two mortgage messages ( $m_{1}, m_{2}$ ) with the same asset but different financial institutions and their signatures $\left(\sigma_{1}, \sigma_{2}\right)$, the algorithm outputs a secret key $S K_{b}$ and an identity $I D$.

## D. Security Model

In industrial mortgages, the security requirements include anonymity, unforgeability, and accountability. The game-based approach is employed to formally define the security model of BAPIM. The adversary can make queries to oracles that are defined in the games.

Definition 1 (GAME Anonymity): A challenger $\mathfrak{C}$ and an adversary $\mathfrak{A}$ are involved in the interactive game, which defines the property of anonymity. The details of the game are shown as below.

Initialization: Given a security parameter $\lambda, \mathfrak{C}$ runs $K G e n$ to generate two public-private key pair $\left(p k_{b}, s k_{b}\right)$ and $\left(p k_{T}, s k_{T}\right)$. $\mathfrak{C}$ keeps $\left(s k_{b}, s k_{T}\right)$ itself and sends $\left(p k_{b}, p k_{T}\right)$ to $\mathfrak{A}$.

Query: $\mathfrak{A}$ can make a polynomial number of queries to the Register oracle. When $\mathfrak{A}$ makes a registration query on an ID, the Register oracle encrypts the ID with $p k_{b}$ and obtains the ciphertext $\bar{C}$, then it signs the ciphertext using $s k_{T}$ to generate the signature $\sigma . \mathfrak{C}$ returns $(\bar{C}, \sigma)$ to $\mathfrak{A}$.

Challenge: $\mathfrak{A}$ chooses two IDs $I_{0}, I_{1}$ with the same length and sends them to $\mathfrak{C}$. $\mathfrak{C}$ chooses a random bit $b \in\{0,1\}$ and encrypts the ID $I_{b}$ with $p k_{b}$. Then, $\mathfrak{C}$ signs the ciphertext $C^{*}$ and sends the signature $\sigma^{*}$ and $C^{*}$ to $\mathfrak{A}$.

Guess: For the $I_{b}$ which is encrypted by $\mathfrak{C}, \mathfrak{A}$ outputs a guess $b^{\prime} \in\{0,1\}$.
$\mathfrak{A}$ wins the game if the guess of $\mathfrak{A}$ is correct. The advantage of $\mathfrak{A}$ in this game is defined as $\operatorname{Pr}\left[b^{\prime}=b\right]-\frac{1}{2}$.

We say that BAPIM scheme achieves anonymity if the polynomial time adversary $\mathfrak{A}$ has at most a negligible advantage in the GAME Anonymity.

Definition 2 (GAME Unforgeability): The GAME unforgeability is an interactive game where $\mathfrak{C}$ and $\mathfrak{A}$ are involved. This game defines the property of unforgeability and details are shown as below.

Initialization: Given a security parameter $\lambda, \mathfrak{C}$ runs KGen to generate a private key $s k_{b}$ and a public key $p k_{b}$. $\mathfrak{C}$ keeps $s k_{b}$ private and sends $p k_{b}$ to $\mathfrak{A}$. Moreover, $\mathfrak{C}$ initializes two empty sets $\mathcal{Q}$ and $\mathcal{R}$.

Query: $\mathfrak{A}$ can perform a polynomial number of signature queries to the Sign oracle. When $\mathfrak{A}$ makes a signature query on $m$, the Sign oracle first parses $m$ as $(a, c)$. If $a \in \mathcal{R}$, the oracle returns failure. Otherwise, it generates a signature $\sigma$ on $m$, and returns it to $\mathfrak{A}$. Then, $m$ is added to the set $\mathcal{Q}$ and $a$ is added to the set $\mathcal{R}$.

Output: $\mathfrak{A}$ outputs a forged signature $\left(m^{*}, \sigma^{*}\right)$.
$\mathfrak{A}$ wins the above game if $\sigma^{*}$ is a valid signature of $m^{*}$ and $m^{*} \notin \mathcal{Q}$.

We say that BAPIM scheme achieves unforgeability under chosen message attack if no polynomial adversary $\mathfrak{A}$ can win the GAME Unforgeability with a nonnegligible probability.

Definition 3 (GAME Accountability): GAME Accountability is an interactive game between $\mathfrak{C}$ and $\mathfrak{A}$. This game defines the property of accountability and the details are shown as below.

Initialization: Given a security parameter $\lambda, \mathfrak{C}$ runs KGen to generate a private key $s k_{b}$ and a public key $p k_{b}$. Then, $\mathfrak{C}$ sends $p k_{b}$ and $s k_{b}$ to $\mathfrak{A}$.

Output: Based on $p k_{b}$ and $s k_{b}, \mathfrak{A}$ outputs two messages and their respective signatures $\left(m_{1}, \sigma_{1}, m_{2}, \sigma_{2}\right)$, where $m_{i}=$ $\left(a_{i}, c_{i}\right), i \in[2]$ and for the two messages, $a_{1}=a_{2}$ and $c_{1} \neq c_{2}$.
$\mathfrak{A}$ wins the above game if: 1) For $i \in[2], \sigma_{i}$ is a valid signature of $m_{i}$; 2) $\operatorname{Extract}\left(p k_{b}, m_{1}, \sigma_{1}, m_{2}, \sigma_{2}\right)$ returns an $s k_{b}^{\prime}$, but $s k_{b}^{\prime} \neq s k_{b}$.

We say that BAPIM scheme achieves accountability if the polynomial time adversary $\mathfrak{A}$ can win the GAME Accountability with at most a negligible probability.

## III. Preliminaries

This section reviews the preliminaries that are used to design BAPIM.

## A. ECDSA

Elliptic curve digital signature algorithm (ECDSA) [13] belongs to the elliptic curve cryptosystems. The algorithms in ECDSA are described as below.
$\operatorname{ECDSA} \operatorname{KGen}\left(1^{\lambda}\right)$ : Let $G$ be an elliptic curve group chosen from a security parameter $\lambda . G$ is equipped with the order $q$ and a generator $g$. The algorithm chooses a collision-resistant hash function $H:\{0,1\}^{*} \rightarrow Z_{q} . x$ is a random number in $Z_{q}^{*}$, which is set to be the secret key $s k$. The corresponding public key is $p k=g^{x}$.

ECDSA.Sign $(s k, m)$ : Given a message $m$ that needs to be signed, a signer chooses a $k \in Z_{q}^{*}$ randomly, and computes $R=g^{k}$. Denote the $x$ coordinate of $R$ to be $r$. The signer calculates $s=k^{-1}(H(m)+r x) \bmod q$. This algorithm outputs $\sigma=(r, s)$ as the signature of $m$.

ECDSA.Verify $(\sigma, m, p k)$ : Given a signature $\sigma$ on $m$, the verifier first parses the signature as $\sigma=(r, s)$, and computes $v=$ $H(m)$ and $w=s^{-1} \bmod q$. Then, it calculates $u_{1}=v w \bmod q$, $u_{2}=r w \bmod q$ and $R=g^{u_{1}} \cdot p k^{u_{2}}$. If $R=r \bmod q$ holds, the signature is a valid signature and the verifier outputs 1 . Otherwise, it outputs 0 .

## B. Verifiable Secret Sharing

The $(k, n)$ threshold secret sharing scheme [14] can be utilized to distribute a secret $s$ among $n$ participants. The share each party owns is an evaluation of a polynomial $f(X)=\xi_{k-1} X^{k-1}+$ $\cdots+\xi_{1} X+s$.

For a party $i, i \in[n]$, the share can be calculated as $f\left(X_{i}\right)$. Given any $k$ different shares, which provide $k$ different points $\left(x_{i}, y_{i}\right), 1 \leq i \leq k$, the secret $s$ can be recovered as

$$
s=\sum_{i=1}^{k} \rho_{i} y_{i}, \quad \text { where } \quad \rho_{i}=\prod_{j=1, j \neq i}^{k} \frac{-x_{j}}{x_{i}-x_{j}}
$$

Shamir's secret sharing can be publicly verifiable by utilizing the technique proposed by Feldman [15]. Verifiability means one can verify that a share is correctly generated. Let $G$ be a multiplicative group which is equipped with the order $q$ and a generator $g$. The basic idea of verifiability is to publish a sequence $\left(g^{\xi_{k-1}}, \ldots, g^{\xi_{1}}, g^{\xi_{0}}\right)$, where $\xi_{k-1}, \ldots, \xi_{1}, \xi_{0}$ are coefficients of the polynomial $f(X)$ and $g^{\xi_{0}}=g^{s}$. Given a share $y_{i}$ and its corresponding $x_{i}$, one can verify that the share is correct by checking whether the equation $g^{y_{i}}=\prod_{j=0}^{k-1}\left(g^{\xi_{j}}\right)^{x_{i}^{j}}$ holds.

## C. $\Sigma$-Protocols

A $\Sigma$-protocol [17], which belongs to a zero-knowledge proof of knowledge (ZKPoK) protocols [16], is an interactive threemove (commitment, challenge, response) protocol. In a $\Sigma$ protocols, given a statement $x$, a prover can prove that it knows a witness $w$ which satisfies a relationship $R(x, w)=1$.

TABLE I
ZKPoK for a DDH TupLe

| Let $g_{1}, g_{2}, u_{1}, u_{2} \in G$ |  |  |
| :---: | :---: | :---: |
| Prover $\left(u_{1}, u_{2}, k=\log _{g_{i}} u_{i}\right)$ |  | Verifier $\left(u_{1}, u_{2}\right)$ |
| $\begin{aligned} & r \leftarrow Z_{q}^{*}, r_{i}=g_{i}^{r} \\ & v \leftarrow r+k b \end{aligned}$ | $\xrightarrow[\underset{\rightarrow}{\stackrel{b}{v}}]{\stackrel{r_{1}, r_{2}}{\longrightarrow}}$ | $\begin{aligned} & b \stackrel{R}{\leftarrow} Z_{q} \\ & \text { accept } \text { iff } \forall i: g_{i}^{v}=r_{i} u_{i}^{b} \end{aligned}$ |

In the $\Sigma$-protocol, the relationship $R$ that a tuple of elements $\left(g_{1}, g_{2}, u_{1}, u_{2}\right)$ forms a DDH tuple is presented as $\left(g_{1}, g_{2}, u_{1}, u_{2}, w\right) \in R \Leftrightarrow u_{1}=g_{1}^{w} \wedge u_{2}=g_{2}^{w}$, where $\left(g_{1}, g_{2}, u_{1}, u_{2}\right)$ are in a cyclic group $G$. The proving process of a $\Sigma$-protocol for the DDH tuple is shown in Table I.

By utilizing the Fiat-Shamir transformation [18], ZKPoK can be converted to a noninteractive zero-knowledge proof (NIZKP) protocol [19]. The interaction between the two parties is removed by making use of a collision-free hash function to obtain the challenge. Compared with the interactive ZKPoK, the NIZKP protocol outputs a common reference string in the initial phase.

An NIZKP consists of three algorithms which are described as below.
$\operatorname{NIZKP.Setup}\left(1^{k}\right)$ : Given a security parameter $k$, this algorithm generates a common reference string crs .

NIZKP.Proof(crs, $x, w$ ): This algorithm is run by the prover to generate a proof of the statement $x$. Given the $c r s$ and a witness $w$, the algorithm can output a proof $\pi$.

NIZKP.Verify (crs, $x, \pi$ ): This algorithm is run by the verifier to verify whether the statement $x$ is true. Given the statement $x$, the proof $\pi$ and $c r s$, the algorithm can output a bit $b \in\{0,1\}$.

An NIZKP protocol $\Pi$ is zero-knowledge, if there exist an efficient simulator $S=\left(S_{1}, S_{2}\right)$ such that

$$
\begin{aligned}
& \mid \operatorname{Pr}\left[c r s \leftarrow \operatorname{Setup}_{\Pi}\left(1^{k}\right): A(c r s)=1\right]- \\
& \operatorname{Pr}\left[(c r s, \tau) \leftarrow S_{1}\left(1^{k}\right): A(c r s)=1\right] \mid \leq \varepsilon_{1}
\end{aligned}
$$

where $\varepsilon_{1}$ is a negligible number, and the probability that $A$ wins the experiment Zero-Knowledge ${ }_{A, S}^{\Pi}(k)$, which is shown in Fig. 2, is also negligible, which means that

$$
\left.\left\lvert\, \operatorname{Pr}\left[\text { Zero }- \text { Knowledge }{ }_{A, S}^{\Pi}(k)=1\right]-\frac{1}{2}\right. \right\rvert\, \leq \varepsilon_{2}
$$

where $\varepsilon_{2}$ is a negligible probability.

## IV. Proposed BAPIM

In this section, we first give the overview of BAPIM and then provide the details of BAPIM.

## A. Overview of BAPIM

KGen: It is the key generation algorithm that is run by borrowers, financial institutions and TTP. To be specific, given a security parameter $\lambda$, a borrower can generate its secret-public key pair $\left(S K_{b}, P K_{b}\right)$, and a financial institution can generate $\left(S K_{c}, P K_{c}\right)$ as its secret-public key pair. TTP can also create its secret-public key pair $\left(S k_{T}, P k_{T}\right)$.

```
Experiment Zero - Knowledge \({ }_{A, S}^{\Pi}(k)\)
    \(b \leftarrow\{0,1\}\)
    \((c r s, \tau) \leftarrow S_{1}\left(1^{k}\right)\)
    \(b^{*} \leftarrow A^{P_{b}(\cdot)}(c r s)\)
```

        where oracle \(\mathrm{P}_{0}\) on input \((x, \omega)\)
            Return \(\pi \leftarrow \operatorname{Pr} o o f_{\Pi}(c r s, x, \omega)\), if \((x, w) \in R\)
            Return \(\perp\)
        and oracle \(\mathrm{P}_{1}\) on input \((x, \omega)\)
            Return \(\pi \leftarrow S_{2}(c r s, \tau, x), i f(x, w) \in R\)
            Return \(\perp\)
    return 1 , if \(b=b^{*}\)
    return 0
    Fig. 2. Zero-knowledge experiment.

Register: It is the register algorithm that is run by borrowers, financial institutions and TTP. A financial institution sends its name and public key to TTP such that borrowers can get the authenticated public key of a financial institution from TTP. A borrower registers with TTP by sending its identity $I D$, public key $P K_{b}$ and the signature $\sigma_{b}$ on $\left(I D, P K_{b}\right)$ to TTP. If $I D$ and $P K_{b}$ are valid, TTP encrypts $I D$ with the borrower's $P K_{b}$ and the ciphertext is denoted by $D$. Then, TTP signs $T_{1}=$ $\left(P K_{b}, D\right)$, the resulting signature is denoted by $\sigma_{T_{1}}$. Finally, TTP sends the anonymous identity credential $\operatorname{Cr} t_{1}=\left(T_{1}, \sigma_{T_{1}}\right)$ to the borrower.

ReqGen: It is a loan request generation algorithm run by a borrower and TTP. When a borrower plan to apply for a mortgage loan from a financial institution, it first sends its $P K_{b}, I D$ and the ownership certificate of an asset to TTP, who will generate a $T_{2}=\left(P K_{b}, A\right)$, where $A$ represents the asset of the borrower. TTP also generates a signature on $T_{2}$, which is denoted by $\sigma_{T_{2}}$. Then, TTP sends $\operatorname{Crt}_{2}=\left(T_{2}, \sigma_{T_{2}}\right)$ to the borrower. The borrower creates a mortgage message $m=\left(H(A), P K_{c}\right)$, and generates its signature $\sigma_{m}$, where $H$ is a hash function and $P K_{c}$ is the public key of the financial institution. Finally, the borrower sends the loan request $R e q=\left(m, \sigma_{m}, C r t_{1}, C r t_{2}\right)$ to the financial institution.

ReqVerify: It is a loan request verification algorithm run by a financial institution. After receiving a loan request, the financial institution first checks the validation of $C r t_{1}$ and $C r t_{2}$ by using the public key $P K_{T}$. Then, the financial institution checks whether $C r t_{1}$ is on the blacklist. If not, it verifies whether the signature $\sigma_{m}$ of the message $m$ is valid. If it is valid, the financial institution compares the mortgage message $m$ with the previous mortgage messages on the blockchain that are uploaded by different financial institutions. If there is no active loan related to the asset $A$, the financial institution returns a success. Then, the financial institution generates a signature $\sigma_{M}$ of $M=\left(m, \sigma_{m}, t_{m}\right)$, where $t_{m}$ denotes the loan term, and uploads $\left(M, \sigma_{M}, C r t_{1}\right)$ to the blockchain.

Extract: It is an identity extract algorithm that is run by a financial institution. Given the public key $p k_{b}$ and two messages ( $m_{1}, m_{2}$ ) with the same asset but different institutions and their
corresponding signatures $\left(\sigma_{m_{1}}, \sigma_{m_{2}}\right)$, the financial institution can extract the secret key of the borrower. Based on $D$ in the $C r t_{1}$ and the secret key, the financial institution can obtain the true identity of the borrower.

## B. Detailed BAPIM

The ECDSA signature, ZKPoK, and ElGamal encryption are employed to generate a loan request. To guarantee the extractability of the identity in case of misbehavior, when the borrower generates the signature of a mortgage message, the threshold secret sharing technique is utilized to generate a share of the secret key, and the share is embedded in the signature. To be specific, the borrower generates a polynomial of degree 1 , where the constant term is the secret key of the borrower. The input for creating a share is the public key of a financial institution. Moreover, the borrower needs to prove that the share is correctly generated by using ZKPoK and verifiable secret sharing. When two mortgage messages contain the same asset but different institutions, one can recover the secret key and identity of the borrower by utilizing the shares in the two signatures.

The details of the proposed BAPIM are described as follows.
KGen: According to a security parameter $\lambda$, TTP chooses an elliptic curve group $G$, which is equipped with a prime order $q$ and a generator $g$. TTP also chooses a hash function $H$ : $\{0,1\}^{*} \rightarrow Z_{q}$ and a hash function $h: G \rightarrow Z_{q}^{*}$. A borrower first chooses a random $s k_{s} \in Z_{q}^{*}$ and $x_{E} \in Z_{q}^{*}$, and sets $p k_{s}=g^{s k_{s}}$ and $p k_{E}=g^{x_{E}}$. The key pair $\left(s k_{s}, p k_{s}\right)$ is used to generate and verify ECDSA signatures, and $\left(p k_{E}, x_{E}\right)$ is used for ElGamal encryption and decryption. Let $n$ be the number of assets that a borrower can mortgage. The borrower chooses $2 n$ random numbers $a_{i} \leftarrow Z_{q}^{*}, i \in[n]$ and $r_{i} \leftarrow Z_{q}^{*}, i \in[n] .\left\{a_{i}\right\}_{i \in[n]}$ are used as the coefficients of the polynomials of degree 1. The borrower computes $F_{i}=\left(g^{r_{i}}, p k_{E}^{r_{i}} g^{a_{i}}\right)$, where $i \in[n]$ and gets crs by invoking NIZPK.Setup algorithm for the DDH tuple. The secret key of the borrower is $S K_{b}=\left(s k_{s},\left(a_{i}, r_{i}\right)_{i \in[n]}\right)$. The public key of the borrower is $P K_{b}=\left(p k_{s}, p k_{E},\left(F_{i}\right)_{i \in[n]}, c r s\right)$.

A financial institution chooses a random $S K_{c} \in Z_{q}^{*}$ and computes $P K_{c}=g^{S K_{c}}$. The signing key pair of the financial institution is $\left(S K_{c}, P K_{c}\right)$.

TTP also generates its signing key pair by choosing a random $S K_{T} \in Z_{q}^{*}$ and computing $P K_{T}=g^{S K_{T}}$. The secret key of TTP is $S K_{T}$, and the public key of TTP is $P K_{T}$. The system parameters are shown in Table II.

Register: A financial institution sends its name and public key to TTP for borrowers' retrieval. When a borrower registers with TTP, the borrower sends its $I D$, public key $P K_{b}$ and the signature $\sigma_{b}$ on $\left(I D, P K_{b}\right)$ to TTP, where $\sigma_{b}$ is obtained by invoking ECDSA.Sign algorithm. After verifying $I D$ and $P K_{b}$ of the borrower, TTP chooses a random $\beta \in Z_{q}^{*}$. Then, it encrypts $I D$ with the borrower's public key $p k_{s}$. The ciphertext is computed as $D_{1}=g^{\beta}$, and $D_{2}=I D \cdot p k_{s}^{\beta}$, where $I D \in G$. The ciphertext of $I D$ is $D=\left(D_{1}, D_{2}\right)$. Then, TTP signs $T_{1}=$ $\left(P K_{b}, D\right)$ and gets the signature $\sigma_{T_{1}}=\left(r_{T_{1}}, s_{T_{1}}\right)$ by invoking ECDSA.Sign algorithm. Finally, TTP returns $C r t_{1}=\left(T_{1}, \sigma_{T_{1}}\right)$ to the borrower.

TABLE II
System Parameters

| Acronym | Definition |
| :---: | :---: |
| $p k_{s}$ | Public key of a borrower for signature verification |
| $s k_{s}$ | Private key of a borrower for signature generation |
| $p k_{E}$ | Public key of a borrower for encryption |
| $s k_{E}$ | Private key of a borrower for decryption |
| $P K_{b}$ | Public key of a borrower |
| $S K_{b}$ | Private key of a borrower |
| $P K_{T}$ | Public key of TTP |
| $S K_{T}$ | Private key of TTP |
| $P K_{c}$ | Public key of a financial institution |
| $S K_{c}$ | Private key of a financial institution |
| $H$ | Cryptographic hash function |
| $a_{i}$ | The coefficient of a polynomial of degree 1 |
| $F_{i}$ | Ciphertext of $g^{a_{i}}$ |

ReqGen: When a borrower plan to pledge an industrial asset $A_{i}$ with $i \leq n$ to obtain a loan from a financial institution $C$, where $A_{i} \in\{0,1\}^{*}$, it first sends its $P K_{b}, I D$ and the ownership certificate of $A_{i}$ to TTP, who will generate a signature on $T_{2}=\left(P K_{b}, A_{i}\right)$ by invoking ECDSA.Sign algorithm, and the resulting signature is denoted by $\sigma_{T_{2}}=\left(r_{T_{2}}, s_{T_{2}}\right)$. Then, TTP sends $C r t_{2}=\left(T_{2}, \sigma_{T_{2}}\right)$ to the borrower.

After receiving $\mathrm{Crt}_{2}$, the borrower generates the mortgage message $m=\left(H\left(A_{i}\right), P K_{c}\right)$, where $P K_{c}$ is the public key of the financial institution. To sign $m$, the borrower first chooses a random $k \in Z_{q}^{*}$ and computes $R=g^{k}$. We denote the $x$ coordinate of $R$ by $\eta$. The borrower computes $s=k^{-1}(H(m)+$ $\left.\eta \cdot s k_{s}\right) \bmod q$ and $z=a_{i} \cdot h\left(P K_{C}\right)+s k_{s}$. After that, the borrower calculates $F_{i, 2}^{\prime}=F_{i, 2} \cdot\left(p k_{s} \cdot g^{-z}\right)^{\frac{1}{h\left(P K_{c}\right)}}$, and obtains $\pi$ by invoking the NIZKP.Proof algorithm for the DDH tuple with the input $\left(c r s, r_{i},\left(g, p k_{E}, F_{i, 1}, F_{i, 2}^{\prime}\right)\right.$. The signature of the mortgage message $m$ is $\sigma_{m}=(\eta, s, z, \pi)$.

After that, the borrower sends the loan request $R e q=$ ( $m, \sigma_{m}, C r t_{1}, C r t_{2}$ ) to the financial institution.

ReqVerify: After receiving a loan request Req, a financial institution first verifies the validity of $C r t_{1}$ and $C r t_{2}$ by invoking the ECDSA.Verify algorithm with the input $P K_{T}$. Then, the financial institution checks whether $C r t_{1}$ is on the blacklist. If not, the financial institution verifies the correctness of the signature $\sigma_{m}$. The verification process is as follows.

The financial institution $C$ first computes $v=H(m)$ and $w=s^{-1} \bmod q$. Then, it calculates $u_{1}=v w \bmod q, u_{2}=$ $r w \bmod q$, and $R=g^{u_{1}} p k_{s}^{u_{2}}$. After that, $C$ checks whether $R_{x}=\eta$ holds. If this is not true, $C$ aborts and returns failure. Otherwise, $C$ computes $F_{i, 2}^{\prime}=F_{i, 2} \cdot\left(p k_{s} \cdot g^{-z}\right)^{\frac{1}{h\left(P K_{c}\right)}}$, and verifies that the share $z$ in the signature is generated correctly by invoking NIZKP.Verify algorithm for DDH tuple with the input (crs, $\left.\left(g, p k_{E}, F_{i, 1}, F_{i, 2}^{\prime}\right), \pi\right)$. If the returned result is 1 , the validity of $\left(m, \sigma_{m}\right)$ is proved.

Then, $C$ compares the mortgage message $m$ with the previous messages which are uploaded to the blockchain by different financial institutions. If the first part of the mortgage message $H\left(A_{i}\right)$ is different from the other messages, $C$ signs $M=\left(m, \sigma_{m}, t_{m}\right)$ by invoking ECDSA.Sign with the input $S K_{C}$. The obtained signature is denoted by $\sigma_{M}$. Finally, the financial institution uploads $\left(M, \sigma_{M}, C r t_{1}\right)$ to the Blockchain and returns success to the borrower.


Fig. 3. Interaction process of BAPIM.

Extract: If a financial institution $C$ discovers a mortgage message whose pledged asset is same with a previous mortgage message that is still within the term of the loan, indicating that the double-mortgage fraudulent behavior is detected, the financial institution can extract the secret key of the borrower based on the two signatures ( $m_{1}, m_{2}, \sigma_{m_{1}}, \sigma_{m_{2}}$ ). The secret key can be calculated as

$$
s k_{s}=z_{1} \frac{h\left(P K_{C_{2}}\right)}{h\left(P K_{c_{2}}\right)-h\left(P K_{c_{1}}\right)}+z_{2} \frac{h\left(P K_{c_{1}}\right)}{h\left(P K_{c_{1}}\right)-h\left(P K_{c_{2}}\right)} .
$$

After recovering the secret key $s k_{s}$ of the borrower, $C$ can decrypt the ciphertext $D$ with the $s k_{s}$, and obtains the identity of the borrower. Finally, $C$ adds the $\left\{M_{1}, M_{2}, \sigma_{M_{1}}, \sigma_{M_{2}}, C r t_{1}\right\}$, which can be seen as the proof of the misbehavior, and the identity to the mortgage blacklist maintained by the blockchain. The interaction process of BAPIM is shown in Fig. 3.

If the repayment of a mortgage loan is finished and the borrower needs to pledge the same asset for the second time, the borrower can generate a new public-private key pair and register with TTP. Note that the new key pair is only used for the mortgage of that asset. In general, for a borrower, there is only one public-private key pair corresponding to its ID. For the simultaneous double-mortgage, financial institutions can periodically check mortgage messages on the blockchain to detect the misbehavior.

## V. Correctness and Security Analysis

In this section, we first show the correctness of BAPIM, then demonstrate that BAPIM achieves the properties of anonymity, unforgeability, and accountability under the security model.

## A. Correctness Analysis

The correctness of the scheme can be elaborated as follows. First, a financial institution can verify the share $z$ is correctly generated by calculating:

$$
\begin{aligned}
z & =a_{i} \cdot h\left(P K_{c}\right)+s k_{s} \\
g^{z} & =g^{a_{i} \cdot h\left(P K_{c}\right)} \cdot p k_{s} \\
\left(g^{a_{i}}\right)^{-1} & =\left(g^{-z} \cdot p k_{s}\right)^{\frac{1}{h\left(P K_{c}\right)}} \\
F_{i, 2} & =p k_{E}^{r_{i}} g^{a_{i}} \\
p{k_{E}}^{r_{i}} & =F_{i, 2} \cdot\left(g^{a_{i}}\right)^{-1}
\end{aligned}
$$

$$
\begin{aligned}
& =F_{i, 2} \cdot\left(p k_{s} \cdot g^{-z}\right)^{\frac{1}{h\left(P K_{c}\right)}} \\
& =F_{i, 2}^{\prime}
\end{aligned}
$$

Hence, by verifying that $\left(g, p k_{E}, F_{i, 1}, F_{i, 2}^{\prime}\right)$ is a DDH tuple, the financial institution is convinced that $z$ is a valid share of $s k_{s}$. Then, given

$$
\begin{aligned}
& z_{1}=a_{i} \cdot h\left(P K_{c_{1}}\right)+s k_{s} \\
& z_{2}=a_{i} \cdot h\left(P K_{c_{2}}\right)+s k_{s}
\end{aligned}
$$

The financial institution can recover the $s k_{s}$ by

$$
s k_{s}=z_{1} \frac{h\left(P K_{c_{2}}\right)}{h\left(P K_{c_{2}}-h\left(P K_{c_{1}}\right)\right.}+z_{2} \frac{h\left(P K_{c_{1}}\right)}{h\left(P K_{c_{1}}\right)-h\left(P K_{c_{2}}\right)}
$$

## B. Security Analysis

Under the security model, we analyze the security of BAPIM in this part. We demonstrate that BAPIM achieves anonymity, unforgeability, and accountability by the following theorems.

Theorem 1: The proposed BAPIM achieves anonymity if the ECDSA signature scheme is existential unforgeable under the chosen message attacks (EUF-CMA) and the ElGamal encryption is indistinguishable under the chosen plaintext attacks (IND-CPA).

Proof: In the register phase, TTP encrypts the borrower's ID with its public key $p k_{s}$. Then, it signs the ciphertext using the ECDSA.Sign algorithm. The ciphertext $D$ and its signature are included in the mortgage message that a borrower sends to a financial institution. Because the ECDSA is EUF-CMA secure, one can make sure that $C r t_{1}$ is generated by TTP. Moreover, since ElGamal encryption is IND-CPA secure, the adversaries cannot know any information about the ID. Thus, anonymity is achieved.

Theorem 2: The proposed BAPIM achieves unforgeability if the NIZKP protocol for the DDH tuple is adaptive zeroknowledge, the ElGamal encryption is IND-CPA secure and the ECDSA scheme is EUF-CMA secure.

Proof: This security property is proved by a series of games. In the following games, the successful event in a game $G_{i}$ is denoted as $S_{i}$.

Game 0: Game 0 is the GAME Unforgeability.
Game 1: The process in Game 1 is almost identical as Game 0 . The difference is that in the KGen algorithm of Game 1, we use the simulator $S_{1, \text { NIZKP }}$ to generate $(c r s, \tau)$, which is used in the NIZKP protocol.

Analysis: If the NIZKP protocol for DDH tuple is adaptive zero-knowledge, these two games are indistinguishable with a negligible probability $\epsilon_{1}$.

Game 2: The process in Game 2 is almost identical as Game 1. The difference is that in the BAPIM.ReqGen algorithm of Game 2, we use the simulator $S_{2, \operatorname{NIZKP}}\left(\operatorname{crs}, \pi,\left(g, p k_{E}, F_{i, 1}, F_{i, 2}^{\prime}\right)\right)$ to generate the proof $\pi$ used in the NIZKP protocol.

Analysis: These two games are indistinguishable if the NIZKP protocol for DDH tuple is adaptive zero-knowledge, which means that $\left|\operatorname{Pr}\left[S_{2}\right]-\operatorname{Pr}\left[S_{1}\right]\right| \leq \epsilon_{2}$.

Game 3: The process in Game 3 is almost identical as Game 2. The difference is that in BAPIM.KGen algorithm of Game 3, the
challenger replaces the results of Elgamal encryption $\left(F_{i}\right)_{i \in[n]}$ with random values in $G$.

Analysis: Assume the maximum number of assets that a borrower can pledge is $n$. To compute the difference between these two games, we add $n-1$ additional hybrids and each hybrid has the form of $\left(F_{1}, F_{2}, \ldots, F_{n}\right)$. For each $j, 1 \leq j \leq n$, $F_{j}=\left(F_{j, 1}, F_{j, 2}\right)$.

Let $\mathcal{H}_{0}=\left(F_{1}, F_{2}, \ldots, F_{n}\right)$ where each $F_{j}$ is generated by invoking the ElGamal encryption. In hybrid $\mathcal{H}_{j}$, we randomize all $F_{i}$ for $i<j$. To be specific, for $i<j$, we set $F_{i}=\left(g^{r_{i}}, R\right.$. $g^{a_{i}}$ ), where $R$ is a random value in group $G$. For $i \geq j$, we set $F_{i}=\left(g^{r_{i}},\left(g^{s k_{s}}\right)^{r_{i}} g^{a_{i}}\right)$.

Because the ElGamal encryption is IND-CPA secure, the probability to distinguish the two consecutive hybrids is restricted by a negligible probability $\epsilon_{3}$. Considering all the transactions together, the difference between these two games is $\left|\operatorname{Pr}\left[S_{3}\right]-\operatorname{Pr}\left[S_{2}\right]\right| \leq n \cdot \epsilon_{3}$. Considering that in practice, the number of assets that a borrower can mortgage would not be large, which means $n$ is not a large number, thus $n \cdot \epsilon_{3}$ is a negligible probability.

Game 4: The process in Game 4 is almost identical as game 3. The difference is that in BAPIM.ReqGen algorithm of Game $4, z$ is a random number in group $G$ rather than derived from the secret key $s k_{s}$.

Analysis: According to the security of threshold secret sharing scheme, the secret value is information-theoretically hidden for the adversary. Therefore, the probability that an adversary can differentiate these two games only with a negligible probability $\epsilon_{4}$.

Game 5: The process in Game 5 is almost identical as Game 4. The difference is that we abort in Game 5 if the adversary forges a valid ECDSA signature.

Analysis: The distinguishable probability of these two games is that the adversary outputs a valid ECDSA signature. Since the ECDSA is EUF-CMA secure, the probability $\epsilon_{5}$ of this event occurring is negligible.

In Game 5, we can see that the adversary can no longer win, which means $\operatorname{Pr}\left[S_{5}\right]=0$. Taking all games together, we have that $\operatorname{Pr}\left[S_{0}\right] \leq \epsilon_{1}+\epsilon_{2}+n \cdot \epsilon_{3}+\epsilon_{4}+\epsilon_{5}$, where $\operatorname{Pr}\left[S_{0}\right]$ represents the probability that the adversary can succeed in the original game, thus our BAPIM achieves unforgeability.

Theorem 3: The proposed BAPIM achieves accountability if the NIZKP protocol is sound.

Proof: Let $\left(m_{1}, m_{2}, \sigma_{1}, \sigma_{2}\right)$ be the output of the adversary, where $m_{j}=\left(H(A), P K_{c_{j}}\right), \sigma_{j}=\left(\cdot, z_{j}, \pi_{j}\right)$ for $j \in[2]$. Recall that $p k_{b}=\left(p k_{s}, p k_{E},\left(F_{i}\right)_{i \in[n]}, c r s\right)$ and $F_{i}=\left(F_{i, 1}, F_{i, 2}\right)$. Moreover, for $j \in[2], F_{j, 2}^{\prime}=F_{j, 2} \cdot\left(p k_{s} \cdot g^{-z_{j}}\right)^{\frac{1}{h\left(P K_{c_{j}}\right)}}$.

Assume the adversary successfully generates two messages and their corresponding signatures with $F_{1,2}^{\prime} \neq F_{2,2}^{\prime}$, where the messages have the same first part but different second part. In BAPIM.ReqGen algorithm, the adversary needs to prove that both $\left(g, p k_{E}, F_{j, 1}, F_{j, 2}^{\prime}\right), j \in[2]$ are valid DDH tuples. However, only one of the two tuples can be successfully verified because of the correctness of ElGamal encryption, which means the adversary cannot forge two tuples that satisfy the demands that the two messages have the same first part and different second part. Or else, these two tuples break the soundness of DDH .

Let $E$ be the event that $F_{1,2}^{\prime} \neq F_{2,2}^{\prime}$, we have $\operatorname{Pr}[E] \leq 2 \cdot \epsilon_{s}$, where $\epsilon_{s}$ is the soundness error of DDH.

Since $F_{1,2}^{\prime}=F_{2,2}^{\prime},\left(h\left(P K_{c_{1}}\right), z_{1}\right)$ and $\left(h\left(P K_{c_{2}}\right), z_{2}\right)$ are two valid points on the same polynomial with degree 1. Thus, $s k_{s}$ can be calculated as $s k_{s}=z_{1} \frac{h\left(P K_{c_{2}}\right)}{h\left(P K_{c_{2}}\right)-h\left(P K_{c_{1}}\right)}+$ $z_{2} \frac{h\left(P K_{c_{1}}\right)}{h\left(P K_{c_{1}}\right)-h\left(P K_{c_{2}}\right)}$.

Thus, the borrower's identity is calculated by invoking the decryption algorithm of ElGamal encryption scheme with the input $\left(s k_{s}, D\right)$.

## VI. Performance Evaluation

In this section, we first numerically analyze the communication cost and computational cost of BAPIM and show the simulation results.

## A. Numerical Analysis

Communication cost: In BAPIM, after a borrower generates its public key and private key, it needs to register with TTP. During the registration phase, the borrower sends TTP its ID, public key and the signature on them, which contains $2 n+4$ group elements. Here, $n$ is denoted as the maximum number of the assets that the borrower can mortgage. In general, $n$ is not a large number in practice. In BAPIM, to save the communication cost, the borrower can only send $p k_{s}$, ID and the signature to TTP. To respond to the borrower, TTP needs to return the ciphertext of the ID and the signature of the ciphertext, which contains $2 n+6$ group elements.

After the request generation process, the borrower transmits the loan request to the financial institution. The loan request includes $m, \sigma_{m}, C r t_{1}$ and $C r t_{2}$, where $m$ contains 2 group elements and $\sigma_{m}$ contains 3 group elements and a proof $\pi$. For the financial institution, if the loan request of the borrower is valid, the financial institution needs to sign the message $M$ and upload $M$ and its corresponding signature $\sigma_{M}$ to Blockchain. If a double mortgage behavior is detected, the financial institution needs to upload $\left\{M_{1}, M_{2}, \sigma_{M_{1}}, \sigma_{M_{2}}, C r t_{1}\right\}$ to the blacklist.

Computation cost: BAPIM consists of five algorithms: KGen, Register, ReqGen, ReqVerify, and Extract. Among these algorithms, KGen is a prepossessing procedure, and in general, the key generation is only performed once for all entities. In the following, MUL and EXP denote the multiplication complexity and exponentiation complexity in group $G$. To calculate a publicprivate key pair, a borrower needs to perform $2 n+2$ EXP and $n$ MUL operations, while TTP and a financial institution only need 1 EXP operation. In the registration phase, encryption and signing are required for TTP, which would cost 1 hash, 4 EXP and 2 MUL operations. During the ReqGen phase, the borrower needs 2 hash, 4 EXP, and 5 MUL operations.

To verify the correctness of the loan requeset, the financial institution needs to perform 3 hash, 11 EXP and 11 MUL operations. If the signature of the borrower is valid, the computational cost for the financial institution to sign the message $m$ is 2 MUL , 2 EXP operations and 1 hash. If the fraudulent behavior of a borrower is discovered, to extract the identity of the borrower,

TABLE III
Time Cost of Cryptographic Algorithms

| Algorithm | Time (Unit:ms) |
| :---: | :---: |
| Elgamal.Encrypt | 0.6 |
| Elgamal.Decrypt | 0.68 |
| ECDSA.Sign | 0.7 |
| ECDSA.Verify | 0.95 |



Fig. 4. Computation cost of algorithms in BAPIM.
the financial institution needs to perform 2 EXP and 4 MUL operations.

## B. Simulation Results

We conduct a simulation to collect the running time of each phase of BAPIM on a notebook with an $\operatorname{Intel}(\mathrm{R})$ Core(TM) i7-7500 U and CPU @ 2.9 GHz . The RAM is 8 GB . In the simulation, we employ the NIST p192 elliptic curve to generate system parameters, which is generated by Miracl library. SHA-1 is chosen as the hash function.

We first measure the performance of ElGamal encryption in terms of encryption and decryption, and evaluate the execution time of the ECDSA in terms of signing and verification. The simulation results are shown in Table III.

Then, we evaluate the performance of the algorithms in BAPIM. Let $n$ denote the number of assets that a borrower can mortgage. As shown in Fig. 4, the key generation cost for the borrower increases linearly with $n$, since for each asset, the borrower needs to do an ElGamal encryption and generates an $F_{i}=\left(g^{r_{i}}, p k_{E}^{r_{i}} g^{a_{i}}\right)$, where $i \in[n]$. According to the simulation results, if $n$ is changed from 10 to 40 with an increment of 10, the time consumption of key generation for the borrower is $6.42,12.45,18.48$, and 24.5 ms , respectively. Note that key generation can be performed offline once for each borrower, the overhead is acceptable for borrowers. For the algorithms ReqGen and ReqVerify, borrowers and financial institutions only need to do a fixed number of operations without changing with $n$, hence, the time cost for ReqGen algorithm is almost 2.68 ms, and the time consumption for ReqVerify is about 4.25 ms when $n$ is changed from 10 to 40 . For the identity extraction, a financial institution only needs 2 EXP operations and 2 MUL operations to extract the secret key of the malicious borrower
and 1 ElGamal decryption to obtain the identity. Therefore, the time cost of Extract algorithm for the financial institution is small.

## VII. Related Work

Mortgage fraud detection has already been investigated by social scientists and economists to reduce risks for financial institutions. The traditional approach for mortgage fraud prevention is to building a centralized computer system or the regulator who is responsible for collecting and analyzing the abnormal situations. Ngai et al. [20] employed data mining techniques, for example, logistic models and neural networks, to detect financial fraud. Gestel et al. [21] analyzed the facilitating circumstances of the mortgage fraud and proposed two approaches to reduce the mortgage fraud, one is to increase the integrity of professionals, and the other focuses on the information exchange. The methods above deal with the fraud detection based on mortgage information of borrowers, but the privacy of borrowers are not protected during mortgage data sharing. In this paper, we utilize the anonymous authentication to achieve a secure and reliable mortgage without leaking the identity information and the asset information of borrowers to others.

To protect users' privacy, many anonymous authentication schemes have been proposed [22]-[30]. In group signature schemes [22], it can be verified that a signature is generated from a member in this group, but do not know the real identity information of the signer. There is a group manager who can trace the signer of a signature, thus group signatures own the anonymity for others except for the group manager. Bellare [23] constructed a dynamic group signature scheme, which can support the addition or removal of the group members. Boneh et al. [24] designed a short group signature whose signature size is almost the same as the RSA signature. Zheng et al. [25] proposed a group signature scheme which can fulfill anonymous communication between the sender and the receiver. Moreover, it can achieve the traceability and auditing for the communication sender simultaneously. Ring signatures [26] are simplified group signature schemes without group managers. By making use of a ring signature scheme, one can create a signature endorsed by a ring member without leaking which member actually created the signature. Torres [27] proposed a ring signature scheme that can preserve the anonymous of the signer. Besides that, the scheme allows one to publicly check whether two or more signatures are derived from the same signer. Anonymous credentials [28] can also be used to achieve anonymous authentication. Anonymous credentials have a stronger privacy guarantee than traditional credentials. In an anonymous credential system, a user has multiple pseudonyms and for a same user, different pseudonyms cannot be linked together. Ni et al. [29] proposed a privacy-preserving valet parking scheme which extends anonymous authentication to support two-factor authentication for reducing the risks of vehicle theft while protecting the privacy of users. Yang et al. [30] proposed a decentralized anonymous credential system, where the service providers can authenticate users based on their
historical behaviors. In our scheme, verifiable secret sharing, zero-knowledge proof and ElGamal encryption are integrated to achieve efficient and privacy-preserving double mortgage detection.

## VIII. Conclusion

In this article, we proposed a blockchain-based accountable and privacy-preserving scheme (BAPIM) for industrial mortgages management. BAPIM enables a financial institution to share the mortgage records with others, such that the institution can detect fraudulent behavior of a borrower for doublemortgage prevention. To protect the borrowers' privacy, anonymous authentication of borrowers was realized and other financial institutions have no knowledge about the mortgage data of honest borrowers. If the double-mortgage behavior of a borrower is detected, the secret key and the identity of the borrower would be disclosed to the corresponding financial institution. BAPIM has high security guarantees and computational efficiency, and is suitable to be implemented to support industrial mortgage management. In the future, we aim to construct a privacy-preserving and verifiable repayment scheme for industrial mortgage based on the public blockchain.
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